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| ClassLoader in Java  Java ClassLoader  Java ClassLoader is an abstract class. It belongs to a **java.lang** package. It loads classes from different resources. Java ClassLoader is used to load the classes at run time. In other words, JVM performs the linking process at runtime. Classes are loaded into the JVM according to need. If a loaded class depends on another class, that class is loaded as well. When we request to load a class, it delegates the class to its parent. In this way, uniqueness is maintained in the runtime environment. It is essential to execute a Java program.  ClassLoader in Java  Java ClassLoader is based on three principles: **Delegation**, **Visibility**, and **Uniqueness**.   * **Delegation principle:** It forwards the request for class loading to parent class loader. It only loads the class if the parent does not find or load the class. * **Visibility principle:** It allows child class loader to see all the classes loaded by parent ClassLoader. But the parent class loader cannot see classes loaded by the child class loader. * **Uniqueness principle:** It allows to load a class once. It is achieved by delegation principle. It ensures that child ClassLoader doesn't reload the class, which is already loaded by the parent.   Types of ClassLoader  In Java, every ClassLoader has a predefined location from where they load class files. There are following types of ClassLoader in Java:  **Bootstrap Class Loader:** It loads standard JDK class files from rt.jar and other core classes. It is a parent of all class loaders. It doesn't have any parent. When we call String.class.getClassLoader() it returns null, and any code based on it throws NullPointerException. It is also called Primordial ClassLoader. It loads class files from jre/lib/rt.jar. For example, java.lang package class.  **Extensions Class Loader:** It delegates class loading request to its parent. If the loading of a class is unsuccessful, it loads classes from jre/lib/ext directory or any other directory as java.ext.dirs. It is implemented by sun.misc.Launcher$ExtClassLoader in JVM.  **System Class Loader:** It loads application specific classes from the CLASSPATH environment variable. It can be set while invoking program using -cp or classpath command line options. It is a child of Extension ClassLoader. It is implemented by sun.misc.Launcher$AppClassLoader class. All Java ClassLoader implements java.lang.ClassLoader.  5.6M  93  Hello Java Program for Beginners  **Next**  **Stay**  ClassLoader in Java  How ClassLoader works in Java  When JVM request for a class, it invokes a loadClass() method of the java.lang.ClassLoader class by passing the fully classified name of the class. The loadClass() method calls for findLoadedClass() method to check that the class has been already loaded or not. It is required to avoid loading the class multiple times.  If the class is already loaded, it delegates the request to parent ClassLoader to load the class. If the ClassLoader is not finding the class, it invokes the findClass() method to look for the classes in the file system. The following diagram shows how ClassLoader loads class in Java using delegation.  ClassLoader in Java  Suppose that we have an application specific class Demo.class. The request for loading of this class files transfers to Application ClassLoader. It delegates to its parent Extension ClassLoader. Further, it delegates to Bootstrap ClassLoader. Bootstrap search that class in rt.jar and since that class is not there. Now request transfer to Extension ClassLoader which searches for the directory jre/lib/ext and tries to locate this class there. If the class is found there, Extension ClassLoader loads that class. Application ClassLoader never loads that class. When the extension ClassLoader does not load it, then Application ClaasLoader loads it from CLASSPATH in Java.  Visibility principle states that child ClassLoader can see the class loaded by the parent ClassLoader, but vice versa is not true. It means if Application ClassLoader loads Demo.class, in such case, trying to load Demo.class explicitly using Extension ClassLoader throws java.lang.ClassNotFoundException.  According to the uniqueness principle, a class loaded by the parent should not be loaded by Child ClassLoader again. So, it is possible to write class loader which violates delegation and uniqueness principles and loads class by itself.  In short, class loader follows the following rule:   * It checks if the class is already loaded. * If the class is not loaded, ask parent class loader to load the class. * If parent class loader cannot load class, attempt to load it in this class loader.   Consider the following Example:   1. **public** **class** Demo 2. { 3. **public** **static** **void** main(String args[]) 4. { 5. System.out.println("How are you?"); 6. } 7. }   Compile and run the above code by using the following command:   1. javac Demo.java 2. java -verbose:**class** Demo   **-verbose:class:** It is used to display the information about classes being loaded by JVM. It is useful when using class loader for loading classes dynamically. The following figure shows the output.  ClassLoader in Java  We can observe that runtime classes required by the application class (Demo) are loaded first.  When classes are loaded  There are only two cases:   * When the new byte code is executed. * When the byte code makes a static reference to a class. For example, **System.out**.   Static vs. Dynamic Class Loading  Classes are statically loaded with "new" operator. Dynamic class loading invokes the functions of a class loader at run time by using Class.forName() method.  Difference between loadClass() and Class.forName()  The loadClass() method loads only the class but does not initialize the object. While Class.forName() method initialize the object after loading it. For example, if you are using ClassLoader.loadClass() to load the JDBC driver, class loader does not allow to load JDBC driver.  The java.lang.Class.forName() method returns the Class Object coupled with the class or interfaces with the given string name. It throws ClassNotFoundException if the class is not found.  Example  In this example, java.lang.String class is loaded. It prints the class name, package name, and the names of all available methods of String class. We are using Class.forName() in the following example.  **Class<?>:** Represents a Class object which can be of any type (? is a wildcard). The Class type contains meta-information about a class. For example, type of String.class is Class<String>. Use Class<?> if the class being modeled is unknown.  **getDeclaredMethod():** Returns an array containing Method objects reflecting all the declared methods of the class or interface represented by this Class object, including public, protected, default (package) access, and private methods, but excluding inherited methods.  **getName():** It returns the method name represented by this Method object, as a String.   1. **import** java.lang.reflect.Method; 2. **public** **class** ClassForNameExample 3. { 4. **public** **static** **void** main(String[] args) 5. { 6. **try** 7. { 8. Class<?> cls = Class.forName("java.lang.String"); 9. System.out.println("Class Name: " + cls.getName()); 10. System.out.println("Package Name: " + cls.getPackage()); 11. Method[] methods = cls.getDeclaredMethods(); 12. System.out.println("-----Methods of String class -------------"); 13. **for** (Method method : methods) 14. { 15. System.out.println(method.getName()); 16. } 17. } 18. **catch** (ClassNotFoundException e) 19. { 20. e.printStackTrace(); 21. } 22. } 23. }   **Output**  Class Name: java.lang.String  Package Name: package java.lang  -----Methods of String class -------------  value  coder  equals  length  toString  hashCode  getChars  ------  ------  ------  intern  isLatin1  checkOffset  checkBoundsOffCount  checkBoundsBeginEnd  access$100  access$200 |

# Java Runtime class

**Java Runtime** class is used to interact with java runtime environment. Java Runtime class provides methods to execute a process, invoke GC, get total and free memory etc. There is only one instance of java.lang.Runtime class is available for one java application.

The **Runtime.getRuntime()** method returns the singleton instance of Runtime class.

# Daemon Thread in Java

**Daemon thread in java** is a service provider thread that provides services to the user thread. Its life depend on the mercy of user threads i.e. when all the user threads dies, JVM terminates this thread automatically.

There are many java daemon threads running automatically e.g. gc, finalizer etc.

You can see all the detail by typing the jconsole in the command prompt. The jconsole tool provides information about the loaded classes, memory usage, running threads etc.

## Points to remember for Daemon Thread in Java

* It provides services to user threads for background supporting tasks. It has no role in life than to serve user threads.
* Its life depends on user threads.
* It is a low priority thread.
* Methods for Java Daemon thread by Thread class
* The java.lang.Thread class provides two methods for java daemon thread.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public void setDaemon(boolean status) | is used to mark the current thread as daemon thread or user thread. |
| 2) | public boolean isDaemon() | is used to check that current is daemon. |

#### **Note: If you want to make a user thread as Daemon, it must not be started otherwise it will throw IllegalThreadStateException.**

### Why JVM terminates the daemon thread if there is no user thread?

The sole purpose of the daemon thread is that it provides services to user thread for background supporting task. If there is no user thread, why should JVM keep running this thread. That is why JVM terminates the daemon thread if there is no user thread.

**class** parents

{

**int** x=10;

**public** **static** **void** app()

{

System.***out***.println("static method parnts class");

}

}

**public** **class** Child **extends** parents {

**int** x=10;

**public** **static** **void** app()

{

System.***out***.println("static method parnts child class ");

}

**public** **static** **void** main(String[] args) {

parents s=**new** Child();

System.***out***.println(s.x);

parents.*app*();

}

}

Output

10

static method parnts class
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## ****Why and how to use Wait() and Notify() in Java?****

You should use Wait and Notify in [Java](https://www.edureka.co/blog/java-tutorial/) because they are related to lock and object has a lock. Even though wait and notify in Java are quite a fundamental concept, they are defined in the [object class](https://www.edureka.co/blog/java-objects-and-classes/).  Surprisingly, it’s not that easy to write the code using wait and notify. You can test this by writing code to solve the producer-consumer problem using wait and notify.

**Note**: Wait and Notify methods are defined in the object class, and they must be called inside synchronized block.

public class Thread1

{

public static void main(String[] args)

{

Thread2 b = new Thread2();

b.start();

synchronized(b)

{

try

{

System.out.println("Waiting for 2 to complete...");

b.wait();

}

catch(InterruptedException e)

{

e.printStackTrace();

}

System.out.println("Total is: " + b.total);

} } }

class Thread2 extends Thread1

{

int total;

@Override public void run()

{

synchronized(this)

{

for(int i=0; i<=100 ; i++)

{

total += i;

}

notify();

}}}

Notice that in the above example, an object of Thread2, that is b, is synchronized. This b completes the calculation before the Main thread outputs its total value.

**Output:**

![Output- Wait and Notify in Java-Edureka](data:image/png;base64,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)

**Runtime Polymorphism with Data Members**

In Java, we can override methods only, not the variables(data members), so **runtime polymorphism cannot be achieved by data members.** For example :

|  |
| --- |
| // Java program to illustrate the fact that  // runtime polymorphism cannot be achieved  // by data members    // class A  class A  {      int x = 10;  }    // class B  class B extends A  {      int x = 20;  }    // Driver class  public class Test  {      public static void main(String args[])      {          A a = new B(); // object of type B            // Data member of class A will be accessed          System.out.println(a.x);      }  } |

Output:

10

**Explanation :** In above program, both the class A(super class) and B(sub class) have a common variable ‘x’. Now we make object of class B, referred by ‘a’ which is of type of class A. Since variables are not overridden, so the statement “a.x” will **always** refer to data member of super class.

[**Race conditions**](http://tutorials.jenkov.com/java-concurrency/race-conditions-and-critical-sections.html) occur only if multiple threads are accessing the same resource, **and** one or more of the threads **write** to the resource. If multiple threads read the same resource [**race conditions**](http://tutorials.jenkov.com/java-concurrency/race-conditions-and-critical-sections.html) do not occur.

## Thread Deadlock

A deadlock is when two or more threads are blocked waiting to obtain locks that some of the other threads in the deadlock are holding. Deadlock can occur when multiple threads need the same locks, at the same time, but obtain them in different order.

| start() | run() |
| --- | --- |
| Creates a new thread and the run() method is executed on the newly created thread. | No new thread is created and the run() method is executed on the calling thread itself. |
| Can’t be invoked more than one time otherwise throws *java.lang.IllegalStateException* | Multiple invocation is possible |
| Defined in *java.lang.Thread* class. | Defined in *java.lang.Runnable* interface and must be overriden in the implementing class. |

A thread can be in one of the five states. According to sun, there is only 4 states in **thread life cycle in java** new, runnable, non-runnable and terminated. There is no running state.

1. New
2. Runnable
3. Running
4. Non-Runnable (Blocked)
5. Terminated

|  |
| --- |
| 1. 1) New 2. The thread is in new state if you create an instance of Thread class but before the invocation of start() method. |

2) Runnable

The thread is in runnable state after invocation of start() method, but the thread scheduler has not selected it to be the running thread.

3) Running

The thread is in running state if the thread scheduler has selected it.

4) Non-Runnable (Blocked)

This is the state when the thread is still alive, but is currently not eligible to run.

5) Terminated

A thread is in terminated or dead state when its run() method exits.

# Priority of a Thread (Thread Priority):

|  |
| --- |
| Each thread have a priority. Priorities are represented by a number between 1 and 10. In most cases, thread schedular schedules the threads according to their priority (known as preemptive scheduling). But it is not guaranteed because it depends on JVM specification that which scheduling it chooses. |

## 3 constants defined in Thread class:

|  |
| --- |
| 1. public static int MIN\_PRIORITY 2. public static int NORM\_PRIORITY 3. public static int MAX\_PRIORITY |

|  |
| --- |
| Default priority of a thread is 5 (NORM\_PRIORITY). The value of MIN\_PRIORITY is 1 and the value of MAX\_PRIORITY is 10. |

The join() method

The join() method waits for a thread to die. In other words, it causes the currently running threads to stop executing until the thread it joins with completes its task.

Syntax:

|  |
| --- |
| public void join()throws InterruptedException |
| public void join(long milliseconds)throws InterruptedException |

# Time Complexity of Sorting Algorithms

We might have come across various instances where we need to process the data in a specific format without taking any further delay and the same in case of unsorted data processed with higher speed so that results could be put to some use. In such instances, we use sorting algorithms so that the desired efficiency is achieved. In this article, we will discuss various types of sorting algorithms with higher emphasis on time complexities. But, before moving any further, let's understand what complexity is and what's so important to talk about it.

### Complexity

Complexity has no formal definition at all. It just defines the rate of efficiency at which a task is executed. In data structures and algorithms, there are two types of complexities that determine the efficiency of an algorithm. They are:

**Space Complexity:** Space complexity is the total memory consumed by the program for its execution.

**Time Complexity:** It is defined as the times in number instruction, in particular, is expected to execute rather than the total time is taken. Since time is a dependent phenomenon, time complexity may vary on some external factors like processor speed, the compiler used, etc.

6.2M

172

C++ vs Java

In computer science, the time complexity of an algorithm is expressed in big O notation. Let's discuss some time complexities.

**O(1):** This denotes the constant time. 0(1) usually means that an algorithm will have constant time regardless of the input size. **Hash Maps** are perfect examples of constant time.

**O(log n):** This denotes logarithmic time. O(log n) means to decrease with each instance for the operations. **Binary search trees** are the best examples of logarithmic time.

**O(n):** This denotes linear time. O(n) means that the performance is directly proportional to the input size. In simple terms, the number of inputs and the time taken to execute those inputs will be proportional or the same. Linear search in **arrays** is the best example of linear time complexity.

**O(n2):** This denotes quadratic time. O(n2) means that the performance is directly proportional to the square of the input taken. In simple, the time taken for execution will take square times the input size. **Nested loops** are perfect examples of quadratic time complexity.

Let's move on to the main plan and discuss the time complexities of different sorting algorithms.

### Time Complexity of Bubble Sort

Bubble sort is a simple sorting algorithm where the elements are sorted by comparing each pair of elements and switching them if an element doesn't follow the desired order of sorting. This process keeps repeating until the required order of an element is reached.

Average case time complexity: **O(n2)**

Worst-case time complexity: **O(n2)**

Best case time complexity: **O(n)**

The best case is when the given list of elements is already found sorted. This is why bubble sort is not considered good enough when the input size is quite large.

### Time Complexity of Selection Sort

Selection sort works on the fundamental of in-place comparison. In this algorithm, we mainly pick up an element and move on to its correct position. This process is carried out as long as all of them are sorted in the desired order.

Average case time complexity: **O(n2)**

Worst-case time complexity: **O(n2)**

Best case time complexity: **O(n2)**

Selection sort also suffers the same disadvantage as we saw in the bubble sort. It is inefficient to sort large data sets. It is usually preferred because of its simplicity and performance-enhancing in situations where auxiliary memory is limited.

### Time Complexity of Insertion Sort

Insertion sort works on the phenomenon by taking inputs and placing them in the correct order or location. Thus, it is based on iterating over the existing elements while taking input and placing them where they are ought to be.

Best case time complexity: **O(n)**

Average and worst-case time complexity: **O(n2)**

**Time Complexity of QuickSort**

Quicksort works under the hood of the famous divide and conquer algorithm. In this technique, large input arrays are divided into smaller sub-arrays, and these sub-arrays are recursively sorted and merged into an enormous array after sorting.

Best and Average time complexity: **O(n log n)**

Worst-case time complexity: **(n2)**

### Time Complexity Of Merge Sort

Merge Sort also works under the influence of the divide and conquer algorithm. In this sorting technique, the input array is divided into half, and then these halves are sorted. After sorting, these two halved sub-arrays are merged into one to form a complete sorted array.

Best and Average time complexity: **O(n log n)**

Worst-case time complexity: **O(n log n)**

## Conclusion

Time complexity plays a crucial role in determining the overall performance of a program. It is solely intended to improve the performance of a program and impact the overall performance of the system. However, with great speed comes greater responsibility. Hence, to achieve the best time complexity, a developer needs to have a keen eye on using a particular algorithm or technique that delivers the best case complexity. Furthermore, to be at such a pace, a developer needs to carry prior knowledge about the sorting algorithm. Therefore, it is highly recommended to understand each of the techniques discussed in this article in detail and figure out the best one that suits the situation.

How to create thread

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface.

Thread class:

|  |
| --- |
| Thread class provide constructors and methods to create and perform operations on a thread.Thread class extends Object class and implements Runnable interface. |

Commonly used Constructors of Thread class:

|  |
| --- |
| * Thread() * Thread(String name) * Thread(Runnable r) * Thread(Runnable r,String name) |

Commonly used methods of Thread class:

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. 2. **public void start():**starts the execution of the thread.JVM calls the run() method on the thread. 3. **public void sleep(long miliseconds):**Causes the currently executing thread to sleep (temporarily cease execution) for the specified number of milliseconds. 4. **public void join():**waits for a thread to die. 5. **public void join(long miliseconds):**waits for a thread to die for the specified miliseconds. 6. **public int getPriority():**returns the priority of the thread. 7. **public int setPriority(int priority):**changes the priority of the thread. 8. **public String getName():**returns the name of the thread. 9. **public void setName(String name):**changes the name of the thread. 10. **public Thread currentThread():**returns the reference of currently executing thread. 11. **public int getId():**returns the id of the thread. 12. **public Thread.State getState():**returns the state of the thread. 13. **public boolean isAlive():**tests if the thread is alive. 14. **public void yield():**causes the currently executing thread object to temporarily pause and allow other threads to execute. 15. **public void suspend():**is used to suspend the thread(depricated). 16. **public void resume():**is used to resume the suspended thread(depricated). 17. **public void stop():**is used to stop the thread(depricated). 18. **public boolean isDaemon():**tests if the thread is a daemon thread. 19. **public void setDaemon(boolean b):**marks the thread as daemon or user thread. 20. **public void interrupt():**interrupts the thread. 21. **public boolean isInterrupted():**tests if the thread has been interrupted. 22. **public static boolean interrupted():**tests if the current thread has been interrupted. |

Runnable interface:

|  |
| --- |
| The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interface have only one method named run(). |

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. |

Starting a thread:

|  |
| --- |
| **start() method** of Thread class is used to start a newly created thread. It performs following tasks:   * A new thread starts(with new callstack). * The thread moves from New state to the Runnable state. * When the thread gets a chance to execute, its target run() method will run. |

1) Java Thread Example by extending Thread class

1. **class** Multi **extends** Thread{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
5. **public** **static** **void** main(String args[]){
6. Multi t1=**new** Multi();
7. t1.start();
8. }
9. }

Output:thread is running...

2) Java Thread Example by implementing Runnable interface

1. **class** Multi3 **implements** Runnable{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
6. **public** **static** **void** main(String args[]){
7. Multi3 m1=**new** Multi3();
8. Thread t1 =**new** Thread(m1);
9. t1.start();
10. }
11. }

Output:thread is running...

|  |
| --- |
| If you are not extending the Thread class,your class object would not be treated as a thread object.So you need to explicitely create Thread class object.We are passing the object of your class that implements Runnable so that your class run() method may execute. |

# What if we call run() method directly instead start() method?

|  |
| --- |
| * Each thread starts in a separate call stack. * Invoking the run() method from main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack. |

1. **class** TestCallRun1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestCallRun1 t1=**new** TestCallRun1();
7. t1.run();//fine, but does not start a separate call stack
8. }
9. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestCallRun1)

Output:running...

![MainThreadStack](data:image/jpeg;base64,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) ***Problem if you direct call run() method***

1. **class** TestCallRun2 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestCallRun2 t1=**new** TestCallRun2();
10. TestCallRun2 t2=**new** TestCallRun2();
12. t1.run();
13. t2.run();
14. }
15. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestCallRun2)
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|  |
| --- |
| As you can see in the above program that there is no context-switching because here t1 and t2 will be treated as normal object not thread object. |

# Difference between Runnable and Callable interface in java

[Java](https://www.tutorialspoint.com/questions/category/Java)[Server Side Programming](https://www.tutorialspoint.com/questions/category/Server-Side-Programming)[Programming](https://www.tutorialspoint.com/questions/category/Programming)

Runnable and Callable both functional interface. Classes which are implementing these interfaces are designed to be executed by another thread.

Thread can be started with Ruunable and they are two ways to start a new thread: one is by subclassing Thread class and another is implementing Runnable interface.

Thread class does not have constructor for callable so we should use ExecutorService  class for executing thread.

| **Sr. No.** | **Key** | **Runnable** | **Callable** |
| --- | --- | --- | --- |
| 1 | Package | It belongs to Java.lang | It belongs to java.util.concurrent |
| 2 | Thread Creation | We can create thread by passing runnable as a parameter. | We can’t create thread by passing callable as parameter |
| 3 | Return Type | Ruunable does not return anything | Callable can return results |
| 4. | Method | It has run() method | It has call()method |
| 5 | Bulk Execution | It can’t be used for bulk execution of task | It can be used for bulk execution of task by invoking invokeAll(). |

### Example of Runnable

public class RunnableExample implements Runnable {

   public void run() {

      System.out.println("Hello from a Runnable!");

   }

   public static void main(String args[]) {

      (new Thread(new RunnableExample())).start();

   }

}

### Example of Callable

public class Main {

   public static void main(String args[]) throws InterruptedException, ExecutionException {

      ExecutorService services = Executors.newSingleThreadExecutor();

      Future<?> future = services.submit(new Task());

      System.out.println("In Future Object" + future.get());

   }

}

import java.util.concurrent.Callable;

public class Task implements Callable {

   @Override

   public String call() throws Exception {

      System.out.println("In call");

      String name = "test";

      return name;

   }

}

# Deadlock in java

Deadlock in java is a part of multithreading. Deadlock can occur in a situation when a thread is waiting for an object lock, that is acquired by another thread and second thread is waiting for an object lock that is acquired by first thread. Since, both threads are waiting for each other to release the lock, the condition is called deadlock.

![Deadlock in Java](data:image/png;base64,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)

### Example of Deadlock in java

1. **public** **class** TestDeadlockExample1 {
2. **public** **static** **void** main(String[] args) {
3. **final** String resource1 = "ratan jaiswal";
4. **final** String resource2 = "vimal jaiswal";
5. // t1 tries to lock resource1 then resource2
6. Thread t1 = **new** Thread() {
7. **public** **void** run() {
8. **synchronized** (resource1) {
9. System.out.println("Thread 1: locked resource 1");
11. **try** { Thread.sleep(100);} **catch** (Exception e) {}
13. **synchronized** (resource2) {
14. System.out.println("Thread 1: locked resource 2");
15. }
16. }
17. }
18. };
20. // t2 tries to lock resource2 then resource1
21. Thread t2 = **new** Thread() {
22. **public** **void** run() {
23. **synchronized** (resource2) {
24. System.out.println("Thread 2: locked resource 2");
26. **try** { Thread.sleep(100);} **catch** (Exception e) {}
28. **synchronized** (resource1) {
29. System.out.println("Thread 2: locked resource 1");
30. }
31. }
32. }
33. };

36. t1.start();
37. t2.start();
38. }
39. }

Output: Thread 1: locked resource 1

Thread 2: locked resource 2

* Difference between start() and run() method in Java? ([answer](http://www.java67.com/2015/12/difference-between-thread-start-and-run-method-java.html))
* How to join multiple threads in Java? ([answer](http://javarevisited.blogspot.com/2013/02/how-to-join-multiple-threads-in-java-example-tutorial.html))
* How to stop a thread in Java? ([answer](http://javarevisited.blogspot.com/2011/10/how-to-stop-thread-java-example.html))
* Top 50 Thread Interview Questions for experienced programmers ([list](http://javarevisited.blogspot.com/2014/07/top-50-java-multithreading-interview-questions-answers.html))
* How to avoid deadlock in Java? ([answer](https://javarevisited.blogspot.com/2018/08/how-to-avoid-deadlock-in-java-threads.html))
* 10 Free Java Courses for Beginners and Intermediate developers ([courses](https://www.java67.com/2018/08/top-10-free-java-courses-for-beginners-experienced-developers.html))
* How Happens Before works in Java?  ([answer](https://javarevisited.blogspot.com/2020/01/what-is-happens-before-in-java-concurrency.html))
* 10 Java Multithreading and Concurrency Best Practices ([article](https://javarevisited.blogspot.com/2015/05/top-10-java-multithreading-and.html#axzz5Neevu8QO))
* Understanding the flow of data and code in Java program ([answer](https://javarevisited.blogspot.com/2019/02/thread-code-and-data-how-multithreading-java-program-execute.html))
* Top 5 Books to Master Concurrency in Java ([books](https://javarevisited.blogspot.com/2016/06/5-books-to-learn-concurrent-programming-multithreading-java.html))
* Is Java Concurrency in Practice still valid in 2021 ([answer](https://javarevisited.blogspot.com/2018/07/is-java-concurrency-in-practice-still-relevant-in-era-of-java8.html))
* Difference between CyclicBarrier and CountDownLatch in Java? ([answer](http://www.java67.com/2012/08/difference-between-countdownlatch-and-cyclicbarrier-java.html))
* 10 Tips to become a better Java Developer in 2021 ([tips](https://javarevisited.blogspot.com/2018/05/10-tips-to-become-better-java-developer.html#axzz61Tq0rRG1))
* How to solve the producer-consumer problem using a blocking queue in Java? ([solution](http://www.java67.com/2015/12/producer-consumer-solution-using-blocking-queue-java.html))
* How to do inter-thread communication in Java using wait-notify? ([answer](https://javarevisited.blogspot.com/2013/12/inter-thread-communication-in-java-wait-notify-example.html))
* Top 5 Courses to Learn Java Multithreading in-depth ([courses](https://javarevisited.blogspot.com/2018/06/top-5-java-multithreading-and-concurrency-courses-experienced-programmers.html))

# How to create an immutable class with mutable object references in Java?

**Immutable objects** are those objects whose states **cannot be changed once initialized**. Sometimes it is necessary to make an immutable class as per the requirement. For example, All **primitive wrapper classes** (Integer, Byte, Long, Float, Double, Character, Boolean and Short) are immutable in Java. **String class** is also an immutable class.

**To create a custom immutable class we have to do the following steps**

* Declare the class as **final** so it can’t be extended.
* Make all**fields private** so that direct access is not allowed.
* Do not provide **setter methods** (methods that modify fields) for variables, so that it can not be set.
* Make all **mutable fields final** so that their values can be assigned only once.
* Initialize all the fields through a **constructor** doing the deep copy.
* Perform **cloning of objects** in the getter methods to return a copy rather than returning the actual object reference.
* If the instance fields include **references to mutable objects**, don’t allow those objects to be changed
* Don’t provide methods that modify the **mutable** **objects**.
* Don’t share **references** **to the mutable objects**. Never store references to external, mutable objects passed to the constructor. If necessary, create copies and store references to the copies. Similarly, create copies of our internal mutable objects when necessary to avoid returning the originals in our methods.
* // Employee.java
* final class Employee {
* private final String empName;
* private final int age;
* private final Address address;
* public Employee(String name, int age, Address address) {
* super();
* this.empName = name;
* this.age = age;
* this.address = address;
* }
* public String getEmpName() {
* return empName;
* }
* public int getAge() {
* return age;
* }
* /\* public Address getAddress() {
* return address;
* }
* \*/
* public Address getAddress() throws CloneNotSupportedException {
* return (Address) address.clone();
* }
* }
* // Address.java
* class Address implements Cloneable {
* public String addressType;
* public String address;
* public String city;
* public Address(String addressType, String address, String city) {
* super();
* this.addressType = addressType;
* this.address = address;
* this.city = city;
* }
* public String getAddressType() {
* return addressType;
* }
* public void setAddressType(String addressType) {
* this.addressType = addressType;
* }
* public String getAddress() {
* return address;
* }
* public void setAddress(String address) {
* this.address = address;
* }
* public String getCity() {
* return city;
* }
* public void setCity(String city) {
* this.city = city;
* }
* public Object clone() throws CloneNotSupportedException {
* return super.clone();
* }
* @Override
* public String toString() {
* return "Address Type - "+addressType+", address - "+address+", city - "+city;
* }
* }
* // MainClass.java
* public class MainClass {
* public static void main(String[] args) throws Exception {
* Employee emp = new Employee("Adithya", 34, new Address("Home", "Madhapur", "Hyderabad"));
* Address address = emp.getAddress();
* System.out.println(address);
* address.setAddress("Hi-tech City");
* address.setAddressType("Office");
* address.setCity("Hyderabad");
* System.out.println(emp.getAddress());
* }
* }
* In the above example, instead of returning the original **Address** object we will return a **deep cloned copy** of that instance. The address class must implement the **Cloneable** interface.

## Output

* Address Type - Home, address - Madhapur, city - Hyderabad
* Address Type - Home, address - Madhapur, city - Hyderabad

--------------threading ----------------------------

**Question 1. What is Thread in java?**

Answer.

* Threads consumes CPU in best possible manner, hence enables multi processing. Multi threading reduces idle time of CPU which improves performance of application.
* Thread are light weight process.
* A thread class belongs to java.lang package.
* We can create multiple threads in java, even if we don’t create any Thread, one Thread at least  do exist i.e. main thread.
* Multiple threads run parallely in java.
* Threads have their own stack.
* Advantage of Thread : Suppose one thread needs 10 minutes to get certain task, 10 threads used at a time could complete that task in 1 minute, because threads can run parallely.

**Question 2. What is difference between Process and Thread in java?**

Answer.  One process can have multiple Threads,

Thread are subdivision of Process. One or more Threads runs in the context of process. Threads can execute any part of process. And same part of process can be executed by multiple Threads.

Processes have their own copy of the data segment of the parent process while Threads have direct access to the data segment of its process.

Processes have their own address while Threads share the address space of the process that created it.

Process creation needs whole lot of stuff to be done, we might need to copy whole parent process, but Thread can be easily created.

Processes can easily communicate with child processes but interprocess communication is difficult. While, Threads can easily communicate with other threads of the same process using [wait() and notify() methods](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html).

In process all threads share system resource like heap Memory etc. while Thread has its own stack.

Any change made to process does not affect child processes, but any change made to thread can affect the behavior of the other threads of the process.

[Example to see where threads on are created on different processes and same process.](http://www.javamadesoeasy.com/2015/03/when-threads-are-not-lightweight.html)

**Question 3. How to implement Threads in java?**

Answer.  This is very basic threading question. Threads can be created in two ways i.e. by [implementing java.lang.Runnable interface or extending java.lang.Thread class](http://www.javamadesoeasy.com/2015/03/implementing-threads-in-java-by.html) and then extending run method.

Thread has its own variables and methods, it lives and dies on the heap. [But a thread of execution is an individual process that has its own call stack](http://www.javamadesoeasy.com/2015/03/threads-implement-their-own-stack.html). Thread are lightweight process in java.

1. Thread creation by  implementingjava.lang.Runnableinterface.

We will create object of class which implements Runnable interface :

MyRunnable runnable=new MyRunnable();

Thread thread=new Thread(runnable);

 2) And then create Thread object by calling constructor and passing reference of Runnable interface i.e.  runnable object :

Thread thread=new Thread(runnable);

**Question 4 . Does Thread implements their own Stack, if yes how? (Important)**

Answer.  Yes, [Threads have their own stack](http://www.javamadesoeasy.com/2015/03/threads-implement-their-own-stack.html). This is very interesting question, where interviewer tends to check your basic knowledge about how [threads internally maintains their own stacks](http://www.javamadesoeasy.com/2015/03/threads-implement-their-own-stack.html). I’ll be explaining you the concept by diagram.
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**Question 5. We should implement Runnable interface or extend Thread class. What are differences between implementing Runnable and extending Thread?**

Answer. Well the answer is you must [extend Thread](http://www.javamadesoeasy.com/2015/03/implementing-threads-in-java-by.html) only when you are looking to modify run() and other methods as well. If you are simply looking to modify only the run() method [implementing Runnable](http://www.javamadesoeasy.com/2015/03/implementing-threads-in-java-by.html) is the best option (Runnable interface has only one abstract method i.e. run() ).

[Differences between implementing Runnable interface and extending Thread class](http://www.javamadesoeasy.com/2015/03/differences-between-implementing.html) -

1. Multiple inheritance in not allowed in java : When we [implement Runnable](http://www.javamadesoeasy.com/2015/03/implementing-threads-in-java-by.html) interface we can extend another class as well, but if we extend Thread class we cannot extend any other class because java does not allow multiple inheritance. So, same work is done by implementing Runnable and [extending Thread](http://www.javamadesoeasy.com/2015/03/implementing-threads-in-java-by.html) but in case of implementing Runnable we are still left with option of extending some other class. So, it’s better to implement Runnable.
2. [Thread safety](http://www.javamadesoeasy.com/2015/03/guidelines-to-thread-safe-code-most.html) : When we implement Runnable interface, same object is shared amongst multiple threads, but when we extend Thread class each and every thread gets associated with new object.
3. Inheritance (Implementing Runnable is lightweight operation) : When we extend Thread unnecessary all Thread class features are inherited, but when we implement Runnable interface no extra feature are inherited, as Runnable only consists only of one abstract method i.e. run() method. So, implementing Runnable is lightweight operation.
4. Coding to interface : Even java recommends coding to interface. So, we must implement Runnable rather than extending thread. Also, Thread class implements Runnable interface.
5. Don’t extend unless you wanna modify fundamental behaviour of class, Runnable interface has only one abstract method i.e. run()  : We must [extend Thread](http://www.javamadesoeasy.com/2015/03/implementing-threads-in-java-by.html) only when you are looking to modify run() and other methods as well. If you are simply looking to modify only the run() method [implementing Runnable](http://www.javamadesoeasy.com/2015/03/implementing-threads-in-java-by.html) is the best option (Runnable interface has only one abstract method i.e. run() ). We must not extend Thread class unless we're looking to modify fundamental behaviour of Thread class.
6. Flexibility in code when we implement Runnable : When we extend Thread first a fall all thread features are inherited and our class becomes direct subclass of Thread , so whatever action we are doing is in Thread class. But, when we implement Runnable we create a new thread and pass runnable object as parameter,we could pass runnable object to executorService & much more. So, we have more options when we implement Runnable and our code becomes more flexible.
7. ExecutorService : If we implement Runnable, we can start multiple thread created on runnable object  with ExecutorService (because we can start Runnable object with new threads), but not in the case when we extend Thread (because thread can be started only once).

**Question 6. How can you say Thread behaviour is unpredictable? (Important)**

Answer. The solution to question is quite simple, [Thread behaviour is unpredictable](http://www.javamadesoeasy.com/2015/03/thread-behaviour-is-unpredictable.html) because execution of Threads depends on Thread scheduler, thread scheduler may have different implementation on different platforms like windows, unix etc. Same threading program may produce different output in subsequent executions even on same platform.

To achieve we are going to create 2 threads on same Runnable Object, create for loop in run() method and start  both threads. There is no surety that which threads will complete first,  both threads will enter anonymously in for loop.

**Question 7 . When threads are not lightweight process in java?**

Answer. Threads are [lightweight process](http://www.javamadesoeasy.com/2015/03/when-threads-are-not-lightweight.html) only if threads of same process are executing concurrently. But if threads of different processes are executing concurrently then threads are [heavy weight process](http://www.javamadesoeasy.com/2015/03/when-threads-are-not-lightweight.html).

**Question 8. How can you ensure all threads that started from main must end in order in which they started and also main should end in last? (Important)**

Answer.  Interviewers tend to know interviewees knowledge about Thread methods. So this is time to prove your point by answering correctly. We can use [join() method](http://www.javamadesoeasy.com/2015/03/join-method-ensure-all-threads-that.html)to ensure all threads that started from main must end in order in which they started and also main should end in last.In other words waits for this thread to die. Calling join() method internally calls join(0);

[DETAILED DESCRIPTION : Join() method - ensure all threads that started from main must end in order in which they started and also main should end in last. Types of join() method with programs- 10 salient features of join.](http://www.javamadesoeasy.com/2015/03/join-method-ensure-all-threads-that.html)

**Question 9.What is difference between starting thread with run() and start() method? (Important)**

Answer. This is quite interesting question, it might confuse you a bit and at time may make you think is there really any [difference between starting thread with run() and start() method](http://www.javamadesoeasy.com/2015/03/difference-between-starting-thread-with.html).

When you call start() method, main thread internally calls run() method to start newly created Thread, so run() method is ultimately called by newly created thread.

When you call run() method main thread rather than starting run() method with newly thread it start run() method by itself.

**Question 10. What is significance of using**[**Volatile**](http://www.javamadesoeasy.com/2015/03/volatile-keyword-in-java-difference.html)**keyword? (Important)**

Answer. Java allows threads to access shared variables. As a rule, to ensure that shared variables are consistently updated, a thread should ensure that it has exclusive use of such variables by obtaining a lock that enforces mutual exclusion for those shared variables.

If a field is declared [volatile](http://www.javamadesoeasy.com/2015/03/volatile-keyword-in-java-difference.html), in that case the Java memory model ensures that all threads see a consistent value for the variable.

Few small questions>

Q. Can we have [volatile](http://www.javamadesoeasy.com/2015/03/volatile-keyword-in-java-difference.html) methods in java?

1. No, volatile is only a keyword, can be used only with variables.

Q. Can we have synchronized variable in java?

1. No, synchronized can be used only with methods, i.e. in method declaration.

**Question 11. Differences between synchronized and volatile keyword in Java? (Important)**

Answer.Its very important question from interview perspective.

1. [Volatile](http://www.javamadesoeasy.com/2015/03/volatile-keyword-in-java-difference.html)can be used as a keyword against the variable, we cannot use volatile against method declaration.

volatile void method1(){} //it’s illegal, compilation error.

While [synchronization](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) can be used in method declaration or we can create synchronization blocks (In both cases thread acquires lock on object’s monitor). Variables cannot be synchronized.

Synchronized method:

synchronized void method2(){} //legal

Synchronized block:

void method2(){

synchronized (this) {

//code inside synchronized block.

}

}

Synchronized variable (illegal):

synchronized int i;//it’s illegal, compilatiomn error.

1. [Volatile](http://www.javamadesoeasy.com/2015/03/volatile-keyword-in-java-difference.html) does not acquire any lock on variable or object, but [Synchronization](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) acquires lock on method or block in which it is used.
2. [Volatile](http://www.javamadesoeasy.com/2015/03/volatile-keyword-in-java-difference.html) variables are not cached, but variables used inside [synchronized](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) method or block are cached.
3. When volatile is used will never create deadlock in program, as volatile never obtains any kind of lock . But in case if synchronization is not done properly, we might end up creating dedlock in program.
4. Synchronization may cost us performance issues, as one thread might be waiting for another thread to release lock on object. But volatile is never expensive in terms of performance.

### DETAILED DESCRIPTION : [Differences between synchronized and volatile keyword in detail with programs.](http://www.javamadesoeasy.com/2015/03/differences-between-synchronized-and.html)

**Question 12. Can you again start Thread?**

Answer.No, [we cannot start Thread again](http://www.javamadesoeasy.com/2015/03/can-we-start-thread-again.html), doing so will throw runtimeException java.lang.IllegalThreadStateException. The reason is once run() method is executed by Thread, it goes into [dead state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html).

Let’s take an example-

Thinking of starting thread again and calling start() method on it (which internally is going to call run() method) for us is some what like asking dead man to wake up and run. As, after completing his life person goes to dead state.

**Question 13. What is race condition in multithreading and how can we solve it? (Important)**

Answer. This is very important question, this forms the core of multi threading, you should be able to explain about [race condition in detail](http://www.javamadesoeasy.com/2015/03/race-condition-in-multithreading-and.html). When more than one thread try to access same resource without synchronization causes race condition.

So we can [solve race condition](http://www.javamadesoeasy.com/2015/03/race-condition-in-multithreading-and.html) by using either [synchronized block or synchronized method](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html). When no two threads can access same resource at a time phenomenon is also called as mutual exclusion.

Few sub questions>

What if two threads try to read same resource without [synchronization](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html)?

When two threads try to read on same resource without synchronization, it’s never going to create any problem.

What if two threads try to write to same resource without [synchronization](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html)?

When two threads try to write to same resource without synchronization, it’s going to create synchronization problems.

**Question 14.** How threads communicate between each other?

Answer. This is very must know question for all the interviewees, you will most probably face this question in almost every time you go for interview.

Threads can communicate with each other by using [wait(), notify() and notifyAll()](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) methods.

**Question 15. Why wait(), notify()  and notifyAll() are in Object class and not in Thread class? (Important)**

Answer.

1. Every Object has a monitor, acquiring that monitors allow thread to hold lock on object. But Thread class does not have any monitors.
2. wait(), notify() and notifyAll()are called on objects only >When wait() method is called on object by thread it waits for another thread on that object to release object monitor by calling [notify() or notifyAll()](http://www.javamadesoeasy.com/2015/03/difference-between-notify-and-notifyall.html) method on that object.

When notify() method is called on object by thread it notifies all the threads

which are waiting for that object monitor that object monitor is available now.

So, this shows that wait(), notify() and notifyAll() are called on objects only.

[Now, Straight forward question that comes to mind is how thread acquires object lock by](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html)

[acquiring object monitor? Let’s try to understand this basic concept in detail?](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html)

1. Wait(), notify() and notifyAll() method being in Object class allows all the threads created on that object to communicate with other.  .
2. As multiple threads exists on same object. Only one thread can hold object monitor at a time. As a result thread can notify other threads of same object that lock is available now. But, thread having these methods does not make any sense because multiple threads exists on object its not other way around (i.e. multiple objects exists on thread).
3. Now let’s discuss one hypothetical scenario, what will happen if Thread class contains wait(), notify() and notifyAll() methods?

Having wait(), notify() and notifyAll() methods means Thread class also must have their monitor.

Every thread having their monitor will create few problems -

>Thread communication problem.

>Synchronization on object won’t be possible- Because object has monitor, one object can have multiple threads and thread hold lock on object by holding object monitor. But if each thread will have monitor, we won’t have any way of achieving synchronization.

>Inconsistency in state of object (because synchronization won't be possible).

**Question 16. Is it important to acquire object lock before calling wait(), notify() and notifyAll()?**

Answer.Yes, it’s mandatory to acquire object lock before calling these methods on object. As discussed above wait(), notify()  and notifyAll() methods are always called from [Synchronized block](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) only, and as soon as thread enters synchronized block it acquires object lock (by holding object monitor). If we call these methods without acquiring object lock i.e. from outside synchronize block then java.lang. IllegalMonitorStateException is thrown at runtime.

Wait() method needs to enclosed in try-catch block, because it throws compile time exception i.e. InterruptedException.

**Question 17. How can you solve consumer producer problem by using wait() and notify() method? (Important)**

Answer.  Here come the time to answer very very important question from interview perspective. Interviewers tends to check how sound you are in threads inter communication. Because for solving this problem we got to use synchronization blocks, wait() and notify() method very cautiously. If you misplace synchronization block or any of the method, that may cause your program to go horribly wrong. So, before going into this question first i’ll recommend you to understand how to use synchronized blocks, wait() and notify() methods.

Key points we need to ensure before programming :

>Producer will produce total of 10 products and cannot produce more than 2 products at a time until products are being consumed by consumer.

Example> when sharedQueue’s size is 2, wait for consumer to consume (consumer will consume by calling remove(0) method on sharedQueue and reduce sharedQueue’s size). As soon as size is less than 2, producer will start producing.

>Consumer can consume only when there are some products to consume.

Example> when sharedQueue’s size is 0, wait for producer to produce (producer will produce by calling add() method on sharedQueue and increase sharedQueue’s size). As soon as size is greater than 0, consumer will start consuming.

Explanation of Logic >

We will create sharedQueue that will be shared amongst Producer and Consumer. We will now start consumer and producer thread.

Note: it does not matter order in which threads are started (because rest of code has taken care of synchronization and key points mentioned above)

First we will start consumerThread >

consumerThread.start();

consumerThread will enter run method and call consume() method. There it will check for sharedQueue’s size.

-if size is equal to 0 that means producer hasn’t produced any product, wait for producer to produce by using below piece of code-

synchronized (sharedQueue) {

while (sharedQueue.size() == 0) {

sharedQueue.wait();

}

}

-if size is greater than 0, consumer will start consuming by using below piece of code.

synchronized (sharedQueue) {

Thread.sleep((long)(Math.random() \* 2000));

System.out.println("consumed : "+ sharedQueue.remove(0));

sharedQueue.notify();

}

Than we will start producerThread >

|  |
| --- |
| producerThread.start(); |

producerThread will enter run method and call produce() method. There it will check for sharedQueue’s size.

-if size is equal to 2 (i.e. maximum number of products which sharedQueue can hold at a time), wait for consumer to consume by using below piece of code-

synchronized (sharedQueue) {

while (sharedQueue.size() == maxSize) { //maxsize is 2

sharedQueue.wait();

}

}

-if size is less than 2, producer will start producing by using below piece of code.

synchronized (sharedQueue) {

System.out.println("Produced : " + i);

sharedQueue.add(i);

Thread.sleep((long)(Math.random() \* 1000));

sharedQueue.notify();

}

### DETAILED DESCRIPTION [with program : Solve Consumer Producer problem by using wait() and notify() methods in multithreading.](http://www.javamadesoeasy.com/2015/03/solve-consumer-producer-pattern-by.html)

**Question 18.**[**How to solve Consumer Producer problem without using wait() and notify() methods, where consumer can consume only when production is over.**](http://www.javamadesoeasy.com/2015/03/how-to-solve-consumer-producer-problem.html)**?**

Answer. In this problem, producer will allow consumer to consume only when 10 products have been produced (i.e. when production is over).

We will approach by keeping one boolean variable productionInProcess and initially setting it to true, and later when production will be over we will set it to false.

**Question 19. How can you solve consumer producer pattern by using BlockingQueue? (Important)**

Answer. Now it’s time to gear up to face question which is most probably going to be followed up by previous question i.e. after how to solve consumer producer problem using wait() and notify() method. Generally you might wonder why interviewer's are so much interested in asking about [solving consumer producer problem using BlockingQueue](http://www.javamadesoeasy.com/2015/03/solve-consumer-producer-problem-by.html), answer is they want to know how strong knowledge you have about java concurrent Api’s, this Api use consumer producer pattern in very optimized manner, BlockingQueue is designed is such a manner that it offer us the best performance.

[BlockingQueue is a interface and we will use its implementation class LinkedBlockingQueue.](http://www.javamadesoeasy.com/2015/03/solve-consumer-producer-problem-by.html)

Key methods for solving consumer producer pattern are >

put(i); //used by producer to put/produce in sharedQueue.

take();//used by consumer to take/consume from sharedQueue.

**Question 20. What is**[**deadlock**](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html)**in multithreading? Write a program to form**[**DeadLock**](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html)**in multi threading and also how to solve DeadLock situation. What measures you should take to avoid deadlock? (Important)**

Answer.  This is very important question from interview perspective. But, what makes this question important is it checks interviewees capability of [creating and detecting deadlock](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html). If you can write a code to form deadlock, than I am sure you must be well capable in solving that deadlock as well. If not, later on this post we will learn how to solve deadlock as well.

First question comes to mind is, [what is deadlock in multi threading program](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html)?

Deadlock is a situation where two threads are waiting for each other to release lock holded by them on resources.

But how [deadlock](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html) could be formed :

Thread-1 acquires lock on String.class and then calls [sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) method which gives Thread-2 the chance to execute immediately after Thread-1 has acquired lock on String.class and Thread-2 acquires lock on Object.class then calls sleep() method and now it waits for Thread-1 to release lock on String.class.

Conclusion:

Now, Thread-1 is waiting for Thread-2 to release lock on Object.class and Thread-2 is waiting for Thread-1 to release lock on String.class and deadlock is formed.

//Code called by Thread-1

public void run() {

synchronized (String.class) {

Thread.sleep(100);

synchronized (Object.class) {

}

}

}

//Code called by Thread-2

publicvoid run() {

synchronized (Object.class) {

Thread.sleep(100);

synchronized (String.class) {

}

}

}

Here comes the important part, how above formed deadlock could be solved :

Thread-1 acquires lock on String.class and then calls [sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) method which gives Thread-2 the chance to execute immediately after Thread-1 has acquired lock on String.class and Thread-2 tries to acquire lock on String.class but lock is holded by Thread-1. Meanwhile, Thread-1 completes successfully. As Thread-1 has completed successfully it releases lock on String.class, Thread-2 can now acquire lock on String.class and complete successfully without any deadlock formation.

Conclusion: No deadlock is formed.

//Code called by Thread-1

publicvoid run() {

synchronized (String.class) {

Thread.sleep(100);

synchronized (Object.class) {

}

}

}

//Code called by Thread-2

publicvoid run() {

synchronized (String.class) {

Thread.sleep(100);

synchronized (Object.class) {

}

}

}

Few important measures to avoid [Deadlock](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html) >

1. Lock specific member variables of class rather than locking whole class: We must try to lock specific member variables of class rather than locking whole class.
2. Use join() method: If possible try touse join() method, although it may refrain us from taking full advantage of multithreading environment because threads will start and end sequentially, but it can be handy in avoiding deadlocks.
3. If possible try avoid using nested synchronization blocks.

**Question 21. Have you ever generated thread dumps or analyzed Thread Dumps? (Important)**

Answer. Answering this questions will show your in depth knowledge of Threads. Every experienced must know how to generate Thread Dumps.

[VisualVM](http://www.javamadesoeasy.com/2015/03/visualvm-thread-dumps-generating-and_74.html)  is most popular way to generate Thread Dump and is most widely used by developers. It’s important to understand usage of VisualVM for in depth knowledge of VisualVM. I’ll recommend every developer must understand this topic to become master in multi threading.

It helps us in analyzing threads performance, [thread states](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html), CPU consumed by threads, garbage collection and much more.  For detailed information see [Generating and analyzing Thread Dumps using VisualVM - step by step detail to setup VisualVM with screenshots](http://www.javamadesoeasy.com/2015/03/visualvm-thread-dumps-generating-and_74.html)

[jstack](http://www.javamadesoeasy.com/2015/03/jstack-thread-dumps-generating-and.html) is very easy way to generate Thread dump and is widely used by developers. I’ll recommend every developer must understand this topic to become master in multi threading. For creating Thread dumps we need not to download any jar or any extra software. For detailed information see [Generating and analyzing Thread Dumps using JSATCK - step by step detail to setup JSTACK with screenshots](http://www.javamadesoeasy.com/2015/03/jstack-thread-dumps-generating-and.html).

**Question 22. What is life cycle of Thread, explain thread states? (Important)**

Answer.  [Thread states/ Thread life cycle](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html) is very basic question, before going deep into concepts we must understand Thread life cycle.

Thread have following states >

* New
* Runnable
* Running
* Waiting/blocked/sleeping
* Terminated (Dead)

Thread states/ Thread life cycle in diagram >
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Thread states in detail >

New : When instance of thread is created using new operator it is in new state, but the start() method has not been invoked on the thread yet, thread is not eligible to run yet.

Runnable : When start() method is called on thread it enters runnable state.

Running : Thread scheduler selects thread to go fromrunnable to running state. In running state Thread starts executing by entering run() method.

Waiting/blocked/sleeping : In this state a thread is not eligible to run.

>Thread is still alive, but currently it’s not eligible to run. In other words.

> How can Thread go from running to waiting state?

 By calling wait()[method](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) thread go from running to waiting state. In waiting state it will wait for other threads to release object monitor/lock.

> How can Thread go from running to sleeping state?

 By calling sleep() [method](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html)thread go from running to sleeping state. In sleeping state it will wait for sleep time to get over.

Terminated (Dead) : A thread is considered dead when its run() method completes.

**Question 23. Are you aware of preemptive scheduling and time slicing?**

Answer. In preemptive scheduling, the highest priority thread executes until it enters into the [waiting or dead state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html).

In time slicing, a thread executes for a certain predefined time and then enters runnable pool. Than thread can enter running state when selected by thread scheduler.

**Question 24. What are**[**daemon threads**](http://www.javamadesoeasy.com/2015/03/daemon-threads-12-salient-features-of.html)**?**

Answer.[Daemon threads](http://www.javamadesoeasy.com/2015/03/daemon-threads-12-salient-features-of.html) are low priority threads which runs intermittently in background for doing garbage collection.

 12 Few salient features of [daemon() threads](http://www.javamadesoeasy.com/2015/03/daemon-threads-12-salient-features-of.html)>

* Thread scheduler schedules these threads only when CPU is idle.
* [Daemon threads](http://www.javamadesoeasy.com/2015/03/daemon-threads-12-salient-features-of.html) are service oriented threads, they serves all other threads.
* These threads are created before user threads are created and die after all other user threads dies.
* Priority of daemon threads is always 1 (i.e. MIN\_PRIORITY).
* User created threads are non daemon threads.
* JVM can exit when only daemon threads exist in system.
* we can use isDaemon() method to check whether thread is daemon thread or not.
* we can use setDaemon(boolean on) method to make any user method a daemon thread.
* If setDaemon(boolean on) is called on thread after calling start() method than IllegalThreadStateException is thrown.
* You may like to see how daemon threads work, for that you can use VisualVM or jStack. I have provided Thread dumps over there which shows daemon threads which were intermittently running in background.

Some of the daemon threads which intermittently run in background are >

|  |
| --- |
| "RMI TCP Connection(3)-10.175.2.71" daemon"RMI TCP Connection(idle)" daemon"RMI Scheduler(0)" daemon"C2 CompilerThread1" daemon  "GC task thread#0 (ParallelGC)" |

**Question 25. Why**[**suspend() and resume() methods are deprecated**](http://www.javamadesoeasy.com/2015/03/reason-why-suspend-and-resume-methods.html)**?**

**A**nswer.[Suspend()](http://www.javamadesoeasy.com/2015/03/using-suspend-and-resume-method-in.html) method is [deadlock](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html) prone. If the target thread holds a lock on object when it is suspended, no thread can lock this object until the target thread is [resumed](http://www.javamadesoeasy.com/2015/03/using-suspend-and-resume-method-in.html). [If the thread that would resume the target thread attempts to lock this monitor prior to calling resume, it results in deadlock formation](http://www.javamadesoeasy.com/2015/03/reason-why-suspend-and-resume-methods.html).

These [deadlocks](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html)are generally called Frozen processes.

Suspend() method puts thread from [running to waiting state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html). And thread can go from waiting to runnable state only when resume() method is called on thread. It is deprecated method.

Resume() method is only used with suspend() method that’s why it’s also deprecated method.

**Question 26. Why destroy() methods is deprecated?**

Answer. This question is again going to check your in depth knowledge of thread methods i.e. [destroy() method](http://www.javamadesoeasy.com/2015/03/destroy-method-in-java-usage-reason-why.html) is [deadlock](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html) prone. If the target thread holds a lock on object when it is destroyed, no thread can lock this object (Deadlock formed are similar to deadlock formed when suspend() and resume() methods are used improperly). It results in deadlock formation. These [deadlocks](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html)are generally called Frozen processes.

Additionally you must know calling destroy() method on Threads throw runtimeException i.e. NoSuchMethodError. [Destroy() method](http://www.javamadesoeasy.com/2015/03/destroy-method-in-java-usage-reason-why.html) puts thread from running to [dead state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html).

**Question 27. As stop() method is deprecated,  How can we terminate or stop infinitely running thread in java? (Important)**

Answer. This is very interesting question where interviewees thread basics basic will be tested. Interviewers tend to know user’s knowledge about main thread’s and thread invoked by main thread.

We will try to address the problem by creating new thread which will run infinitely until certain condition is satisfied and will be called by main Thread.

1. Infinitely running thread can be stopped using boolean variable.
2. [Infinitely running thread can be stopped using interrupt() method](http://www.javamadesoeasy.com/2015/03/2-alternate-ways-to-stop-thread-as-stop.html).

Let’s understand Why stop() method is deprecated :

Stopping a thread with Thread.stop() causes it to release all of the monitors that it has locked. If any of the objects previously protected by these monitors were in an inconsistent state, the damaged objects become visible to other threads, which might lead to unpredictable behavior.

**Question 28. what is significance of yield() method, what state does it put thread in?**

[yield()](http://www.javamadesoeasy.com/2015/03/yield-method-in-threads-8-key-features.html) is a native method it’s implementation in java 6 has been changed as compared to its implementation java 5. As method is native it’s implementation is provided by JVM.

In java 5, yield() method internally used to call [sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) method giving all the other threads of same or higher priority to execute before yielded thread by leaving allocated CPU for time gap of 15 millisec.

But java 6, calling yield() method gives a hint to the thread scheduler that the current thread is willing to yield its current use of a processor. The thread scheduler is free to ignore this hint. So, sometimes even after using yield() method, you may not notice any difference in output.

salient features of [yield()](http://www.javamadesoeasy.com/2015/03/yield-method-in-threads-8-key-features.html) method >

* Definition : [yield()](http://www.javamadesoeasy.com/2015/03/yield-method-in-threads-8-key-features.html) method when called on thread gives a hint to the thread scheduler that the current thread is willing to yield its current use of a processor.The thread scheduler is free to ignore this hint.
* [Thread state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html) : when yield() method is called on thread it goes from running to runnable state, not in waiting state. Thread is eligible to run but not running and could be picked by scheduler at anytime.
* Waiting time : yield() method stops thread for unpredictable time.
* Static method : yield()is a static method, hence calling Thread.yield() causes currently executing thread to yield.
* Native method : implementation of yield() method is provided by JVM.

Let’s see definition of yield() method as given in java.lang.Thread -

|  |
| --- |
| public static native void yield(); |

* [synchronized block](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) : thread need not to to acquire object lock before calling yield()method i.e. yield() method can be called from outside synchronized block.

**Question 29.What is significance of sleep() method in detail, what**[**state**](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html)**does it put thread in ?**

[sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) is a native method, it’s implementation is provided by JVM.

10 salient features of [sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) method >

* Definition : [sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) methods causes current thread to sleep for specified number of milliseconds (i.e. time passed in sleep method as parameter). Ex- Thread.sleep(10) causes currently executing thread to sleep for 10 millisec.
* [Thread state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html) : when sleep() is called on thread it goes from running to waiting state and can return to runnable state when sleep time is up.
* Exception : sleep() method must catch or throw compile time exception i.e. InterruptedException.
* Waiting time : sleep() method have got few options.
  1. sleep(long millis) - Causes the currently executing thread to sleep for the specified number of milliseconds

|  |
| --- |
| public static native void sleep(long millis) throws InterruptedException; |

1. sleep(long millis, int nanos) - Causes the currently executing thread to sleep for the specified number of milliseconds plus the specified number of nanoseconds.

|  |
| --- |
| public static native void sleep(long millis,int nanos) throws InterruptedException; |

* static method : sleep()is a static method, causes the currently executing thread to sleep for the specified number of milliseconds.
* Belongs to which class :[sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) method belongs to java.lang.Thread class.
* synchronized block : thread need not to to acquire object lock before calling sleep()method i.e. sleep() method can be called from outside synchronized block.

**Question 30. Difference between**[**wait()**](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html)**and**[**sleep()**](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html)**? (Important)**

Answer.

* Should be called from [synchronized block](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) :wait() method is always called from synchronized block i.e. [wait()](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) method needs to lock object monitor before object on which it is called.  But sleep() method can be called from outside synchronized block i.e. sleep() method doesn’t need any object monitor.
* IllegalMonitorStateException : if wait() method is called without acquiring object lock than IllegalMonitorStateException is thrown at runtime, but sleep() methodnever throws such exception.
* Belongs to which class : wait() method belongs to java.lang.Object class but sleep() method belongs to java.lang.Thread class.
* Called on object or thread : wait() method is called on objects but sleep() method is called on Threads not objects.
* [Thread state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html) : when wait() method is called on object, thread that holded object’s monitor goes from running to waiting state and can return to runnable state only when notify() or notifyAll()method is called on that object. And later thread scheduler schedules that thread to go from from runnable to running state.

when sleep() is called on thread it goes from running to waiting state and can return to runnable state when sleep time is up.

* When called from [synchronized block](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) :when wait() method is called thread leaves the object lock.  But sleep()method when called from synchronized block or method thread doesn’t leaves object lock.

**Question 31. Differences and similarities between yield() and sleep()?**

Answer.

Differences [yield()](http://www.javamadesoeasy.com/2015/03/yield-method-in-threads-8-key-features.html) and [sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) :

* Definition : yield() method when called on thread gives a hint to the thread scheduler that the current thread is willing to yield its current use of a processor.The thread scheduler is free to ignore this hint. sleep() methods causes current thread to sleep for specified number of milliseconds (i.e. time passed in sleep method as parameter). Ex- Thread.sleep(10) causes currently executing thread to sleep for 10 millisec.
* [Thread state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html) : when sleep() is called on thread it goes from running to waiting state and can return to runnable state when sleep time is up. when yield() method is called on thread it goes from running to runnable state, not in waiting state. Thread is eligible to run but not running and could be picked by scheduler at anytime.
* Exception : yield() method need not to catch or throw any exception. But sleep() method must catch or throw compile time exception i.e. InterruptedException.
* Waiting time : yield() method stops thread for unpredictable time, that depends on thread scheduler. But sleep() method have got few options.
  1. sleep(long millis) - Causes the currently executing thread to sleep for the specified number of milliseconds
  2. sleep(long millis, int nanos) - Causes the currently executing thread to sleep for the specified number of milliseconds plus the specified number of nanoseconds.

similarity between [yield()](http://www.javamadesoeasy.com/2015/03/yield-method-in-threads-8-key-features.html) and [sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html):

> yield() and sleep() method belongs to java.lang.Thread class.

> yield() and sleep() method can be called from outside synchronized block.

> yield() and sleep() method are called on Threads not objects.

**Question 32. Mention some g**[**uidelines to write thread safe code, most important point we must take care of in multithreading programs**](http://www.javamadesoeasy.com/2015/03/guidelines-to-thread-safe-code-most.html)**?**

Answer.  In multithreading environment it’s important very important to [write thread safe code](http://www.javamadesoeasy.com/2015/03/guidelines-to-thread-safe-code-most.html), thread unsafe code can cause a major threat to your application. I have posted many articles regarding thread safety. So overall this will be revision of what we have learned so far i.e. writing thread safe healthy code and avoiding any kind of [deadlocks](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html).

1. If method is exposed in multithreading environment and it’s not synchronized (thread unsafe) than it might lead us to [race condition](http://www.javamadesoeasy.com/2015/03/race-condition-in-multithreading-and.html), we must try to use [synchronized block and synchronized methods](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html). [Multiple threads may exist on same object](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-and_5.html) but only one thread of that object can enter synchronized method at a time, though  [threads on different object](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-on.html) can enter same method at same time.
2. Even static variables are not thread safe, they are used in static methods and if static methods are not synchronized then thread on same or different object can enter method concurrently. Multiple threads may exist on [same](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-and_46.html) or [different objects](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-on_5.html) of class but only one thread can enter [static synchronized method](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html) at a time, we must consider making [static methods as synchronized](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html).
3. If possible, try to use [volatile variables](http://www.javamadesoeasy.com/2015/03/volatile-keyword-in-java-difference.html). If a field is declared volatile all threads see a consistent value for the variable. Volatile variables at times can be used as alternate to synchronized methods as well.
4. Final variables are thread safe because once assigned some reference of object they cannot point to reference of other object.

s is pointing to String object.

public class MyClass {

final String s=new String("a");

void method(){

s="b"; //compilation error, s cannot point to new reference.

}

}

If final is holding some primitive value it cannot point to other value.

public class MyClass {

final inti=0;

void method(){

i=0; //compilation error, i cannot point to new value.

}

}

1. Usage of local variables : If possible try to use local variables, local variables are thread safe, because every [thread has its own stack](http://www.javamadesoeasy.com/2015/03/threads-implement-their-own-stack.html), i.e. every thread has its own local variables and its pushes all the local variables on stack.

public class MyClass {

void method(){

inti=0; //Local variable, is thread safe.

}

}

1. Using thread safe collections : Rather than using ArrayList we must Vector and in place of using HashMap we must use ConcurrentHashMap or HashTable.
2. We must use [VisualVM](http://www.javamadesoeasy.com/2015/03/visualvm-thread-dumps-generating-and_74.html)  or [jstack](http://www.javamadesoeasy.com/2015/03/jstack-thread-dumps-generating-and.html)  to detect problems such as deadlocks and time taken by threads to complete in multi threading programs.
3. Using [ThreadLocal](http://www.javamadesoeasy.com/2015/03/threadlocal-in-multithreading-in-java.html):ThreadLocal is a class which provides thread-local variables. Every thread has its own ThreadLocal value that makes ThreadLocal value threadsafe as well.
4. Rather than StringBuffer try using immutable classes such as String. Any change to String produces new String.

**Question 33. How thread can enter waiting, sleeping and blocked state and how can they go to runnable state ?**

Answer.  This is very prominently asked question in interview which will test your knowledge about [thread states](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html). And it’s very important for developers to have in depth knowledge of this [thread state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html) transition. I will try to explain this thread state transition by framing few sub questions. I hope reading sub questions will be quite interesting.

> How can Thread go from running to waiting state ?

 By calling wait()[method](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) thread go from running to waiting state. In waiting state it will wait for other threads to release object monitor/lock.

> How can Thread return from waiting to runnable state ?

 Once notify() or notifyAll()[method](http://www.javamadesoeasy.com/2015/03/difference-between-notify-and-notifyall.html) is called object monitor/lock becomes available and thread can again return to runnable state.

> How can Thread go from running to sleeping state ?

 By calling sleep() [method](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html)thread go from running to [sleeping](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) state. In sleeping state it will wait for sleep time to get over.

> How can Thread return from sleeping to runnable state ?

 Once specified sleep time is up thread can again return to runnable state.

Suspend() [method](http://www.javamadesoeasy.com/2015/03/using-suspend-and-resume-method-in.html) can be used to put thread in waiting state and resume() method is the only way which could put thread in runnable state.

Thread also may go from running to waiting state if it is waiting for some I/O operation to take place. Once input is available thread may return to running state.

>When threads are in running state, yield()[method](http://www.javamadesoeasy.com/2015/03/yield-method-in-threads-8-key-features.html) can make thread to go in Runnable state.

**Question 34. Difference between notify() and notifyAll() methods, can you write a code to prove your point?**

Answer. Goodness. Theoretically you must have heard or you must be aware of differences between [notify() and notifyAll()](http://www.javamadesoeasy.com/2015/03/difference-between-notify-and-notifyall.html).But have you created program to achieve it? If not let’s do it.

First, I will like give you a brief description of what notify() and notifyAll() methods do.

notify()- Wakes up a single thread that is [waiting](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) on this object's monitor. If any threads are waiting on this object, one of them is chosen to be awakened. The choice is random and occurs at the discretion of the implementation. A thread [waits](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) on an object's monitor by calling one of the wait methods.

[The awakened threads will not be able to proceed until the current thread relinquishes the lock on this object.](http://www.javamadesoeasy.com/2015/03/the-awakened-threads-will-not-be-able.html)

|  |
| --- |
| public final native void notify(); |

notifyAll()- Wakes up all threads that are waiting on this object's monitor. A thread waits on an object's monitor by calling one of the wait methods.

[The awakened threads will not be able to proceed until the current thread relinquishes the lock on this object.](http://www.javamadesoeasy.com/2015/03/the-awakened-threads-will-not-be-able.html)

|  |
| --- |
| public final native void notifyAll(); |

[Now it’s time to write down a program to prove the point.](http://www.javamadesoeasy.com/2015/03/difference-between-notify-and-notifyall.html)

**Question 35. Does thread leaves object lock when**[**sleep()**](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html)**method is called?**

Answer. When [sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) method is called Thread does not leaves object lock and goes from running to waiting state. Thread [waits](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) for sleep time to over and once sleep time is up it goes from [waiting to runnable state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html).

**Question 36. Does thread leaves object lock when wait() method is called?**

Answer. When [wait()](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) method is called Thread leaves the object lock and goes from [running to waiting state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html). Thread waits for other threads on same object to call notify() or notifyAll() and once any of [notify() or notifyAll()](http://www.javamadesoeasy.com/2015/03/difference-between-notify-and-notifyall.html) is called it goes from waiting to runnable state and again acquires object lock.

**Question 37. What will happen if we don’t override run method?**

Answer.  This question will test your basic knowledge how start and run methods work internally in Thread Api.

When we call start() method on thread, it internally calls run() method with newly created thread. So, if we don’t override run() method newly created thread won’t be called and nothing will happen.

class MyThread extends Thread {

//don't override run() method

}

publicclass DontOverrideRun {

publicstaticvoid main(String[] args) {

System.out.println("main has started.");

MyThread thread1=new MyThread();

thread1.start();

System.out.println("main has ended.");

}

}

/\*OUTPUT

main has started.

main has ended.

\*/

As we saw in output, we didn’t override run() method that’s why on calling start() method nothing happened.

**Question 38. What will happen if we override start method?**

Answer. This question will again test your basic core java knowledge how overriding works at runtime, what what will be called at runtime and how start and run methods work internally in Thread Api.

When we call start() method on thread, it internally calls run() method with newly created thread. So, if we override start() method, run() method will not be called until we write code for calling run() method.

class MyThread extends Thread {

@Override

publicvoid run() {

System.out.println("in run() method");

}

@Override

publicvoid start(){

System.out.println("In start() method");

}

}

publicclass OverrideStartMethod {

publicstaticvoid main(String[] args) {

System.out.println("main has started.");

MyThread thread1=new MyThread();

thread1.start();

System.out.println("main has ended.");

}

}

/\*OUTPUT

main has started.

In start() method

main has ended.

\*/

If we note output. we have overridden start method and didn’t called run() method from it, so, run() method wasn’t call.

**Question 39. Can we acquire lock on class? What are ways in which you can acquire lock on class?**

Answer.  Yes, we can acquire lock on [class’s class object in 2 ways to acquire lock on class](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html).

Thread can acquire lock on class’s class object by-

1. Entering synchronized block or

 Let’s say there is one class MyClass. Now we can create synchronization block, and parameter passed with synchronization tells which class has to be synchronized. In below code, we have synchronized MyClass

 synchronized (MyClass.class) {

   //thread has acquired lock on MyClass’s class object.

 }

1. by entering static synchronized methods.

 public staticsynchronizedvoid method1() {

   //thread has acquired lock on MyRunnable’s class object.

 }

As soon as thread entered Synchronization method, thread acquired lock on class’s class object.

Thread will leave lock when it exits static synchronized method.

**Question 40. Difference between object lock and class lock?**

Answer.  It is very important question from multithreading point of view. We must understand [difference between object lock and class lock](http://www.javamadesoeasy.com/2015/03/difference-between-object-lock-and.html) to answer interview, ocjp answers correctly.

|  |  |
| --- | --- |
| [Object lock](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) | [Class lock](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html) |
| Thread can acquire [object lock](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) by-   1. Entering synchronized block or 2. by entering synchronized methods. | Thread can acquire lock on [class’s class object](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html) by-   1. Entering synchronized block or 2. by entering static synchronized methods. |
| [Multiple threads may exist on same object but only one thread of that object can enter synchronized method at a time.](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-and_5.html)    [Threads on different object can enter same method at same time.](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-on.html) | Multiple threads may exist on [same](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-and_46.html) or [different objects](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-on_5.html) of class but only one thread can enter static synchronized method at a time. |
| Multiple objects of class may exist and every object has it’s own lock. | Multiple objects of class may exist but there is always one class’s class object lock available. |
| First let’s acquire [object lock](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) by entering synchronized block.    Example- Let’s say there is one class MyClassand we have created it’s object and reference to that object is myClass. Now we can create synchronization block, and parameter passed with synchronization tells which object has to be synchronized. In below code, we have synchronized object reference by myClass.  MyClass myClass=newMyclass();   synchronized (myClass) {   }  As soon thread entered Synchronization block, thread acquired object lock on object referenced by myClass (by acquiring object’s monitor.)  Thread will leave lock when it exits synchronized block. | First let’s acquire lock on [class’s class object](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html) by entering synchronized block.    Example- Let’s say there is one class MyClass. Now we can create synchronization block, and parameter passed with synchronization tells which class has to be synchronized. In below code, we have synchronized MyClass   synchronized (MyClass.class) {   }    As soon as thread entered Synchronization block, thread acquired MyClass’s class object. Thread will leave lock when it exits synchronized block. |
| publicsynchronizedvoid method1() {  }    As soon as thread entered Synchronization method, thread acquired [object lock](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html).  Thread will leave lock when it exits synchronized method. | public staticsynchronizedvoid method1() {}  As soon as thread entered static Synchronization method, thread acquired lock on [class’s class object](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html).  Thread will leave lock when it exits synchronized method. |

Let’s me give you some tricky situation based question,

**Question 41.**Suppose you have 2 threads (Thread-1 and Thread-2) on same object. Thread-1 is in synchronized method1(), can Thread-2 enter synchronized method2() at same time?

Answer.No, here when Thread-1 is in synchronized method1() it must be holding [lock on object’s monitor](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) and will release lock on object’s monitor only when it exits synchronized method1(). So, Thread-2 will have to [wait](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html)for Thread-1 to release lock on object’s monitor so that it could enter synchronized method2().

Likewise, Thread-2 even cannot enter synchronized method1() which is being executed by Thread-1. Thread-2 will have to [wait](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) for Thread-1 to release lock on object’s monitor so that it could enter synchronized method1(). [Now, let’s see a program to prove our point.](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-and_5.html)

**Question 42.** Suppose you have 2 threads (Thread-1 and Thread-2) on same object. Thread-1 is in static synchronized method1(), can Thread-2 enter static synchronized method2() at same time?

Answer.No, here when Thread-1 is in static synchronized method1() it must be holding lock on [class class’s object](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html) and will release lock on class’s classobject only when it exits static synchronized method1(). So, Thread-2 will have to [wait](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html) for Thread-1 to release lock on class’s classobject so that it could enter static synchronized method2().

Likewise, Thread-2 even cannot enter static synchronized method1() which is being executed by Thread-1. Thread-2 will have to [wait](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) for Thread-1 to release lock on  class’s classobject so that it could enter static synchronized method1(). [Now, let’s see a program to prove our point.](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-and_46.html)

**Question 43.**Suppose you have 2 threads (Thread-1 and Thread-2) on same object. Thread-1 is in synchronized method1(), can Thread-2 enter static synchronized method2() at same time?

Answer.Yes, here when Thread-1 is in synchronized method1() it must be holding [lock on object’s monitor](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) and Thread-2 can enter static synchronized method2() by acquiring lock on [class’s class object](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html). [Now, let’s see a program to prove our point.](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-and_65.html)

**Question 44.** Suppose you have thread and it is in synchronized method and now can thread enter other synchronized method from that method?

Answer.Yes, here when thread is in synchronized method it must be holding [lock on object’s monitor](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) and using that lock thread can enter other synchronized method. [Now, let’s see a program to prove our point.](http://www.javamadesoeasy.com/2015/03/suppose-you-have-thread-and-it-is-in_5.html)

**Question 45.**Suppose you have thread and it is in static synchronized method and now can thread enter other static synchronized method from that method?

Answer.  Yes, here when thread is in static synchronized method it must be holding lock on [class’s class object](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html) and using that lock thread can enter other static synchronized method. [Now, let’s see a program to prove our point.](http://www.javamadesoeasy.com/2015/03/suppose-you-have-thread-and-it-is-in_16.html)

**Question 46.** Suppose you have thread and it is in static synchronized method and now can thread enter other non static synchronized method from that method?

Answer.Yes, here when thread is in static synchronized method it must be holding lock on [class’s class object](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html) and when it enters synchronized method it will hold [lock on object’s monitor](http://v/) as well.

So, now thread holds 2 locks (it’s also called nested synchronization)-

>first one on class’s class object.

>second one on object’s monitor (This lock will be released when thread exits non static method).[Now, let’s see a program to prove our point.](http://www.javamadesoeasy.com/2015/03/suppose-you-have-thread-and-it-is-in_41.html)

**Question 47.** Suppose you have thread and it is in synchronized method and now can thread enter other static synchronized method from that method?

Answer.Yes, here when thread is in synchronized method it must be holding [lock on object’s monitor](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html) and when it enters static synchronized method it will hold lock on [class’s class object](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html) as well.

So, now thread holds 2 locks (it’s also called nested synchronization)-

>first one on [object’s monitor](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html).

>second one on class’s class object.(This lock will be released when thread exits static method).[Now, let’s see a program to prove our point.](http://www.javamadesoeasy.com/2015/03/suppose-you-have-thread-and-it-is-in_17.html)

**Question 48.** Suppose you have 2 threads (Thread-1 on object1 and Thread-2 on object2). Thread-1 is in synchronized method1(), can Thread-2 enter synchronized method2() at same time?

Answer.Yes, here when Thread-1 is in synchronized method1() it must be holding [lock on object1’s monitor](http://www.javamadesoeasy.com/2015/03/synchronization-blocks-and-methods.html). Thread-2 will acquire lock on object2’s monitor and enter synchronized method2().

Likewise, Thread-2 even enter synchronized method1() as well which is being executed by Thread-1 (because threads are created on different objects). [Now, let’s see a program to prove our point.](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-on.html)

**Question 49.** Suppose you have 2 threads (Thread-1 on object1 and Thread-2 on object2). Thread-1 is in static synchronized method1(), can Thread-2 enter static synchronized method2() at same time?

Answer.No, it might confuse you a bit that threads are created on different objects. But, not to forgot that multiple objects may exist but there is always one [class’s class object](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html) lock available.

Here, when Thread-1 is in static synchronized method1() it must be holding lock on class class’s object and will release lock on class’s classobject only when it exits static synchronized method1(). So, Thread-2 will have to [wait](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) for Thread-1 to release lock on class’s classobject so that it could enter static synchronized method2().

Likewise, Thread-2 even cannot enter static synchronized method1() which is being executed by Thread-1. Thread-2 will have to [wait](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) for Thread-1 to release lock on  [class’s classobject](http://www.javamadesoeasy.com/2015/03/acquiring-lock-on-class-2-ways-to.html) so that it could enter static synchronized method1(). [Now, let’s see a program to prove our point.](http://www.javamadesoeasy.com/2015/03/suppose-you-have-2-threads-thread-1-on_5.html)

**Question 50.**Difference between wait() and wait(long timeout), What are [thread states](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html) when these method are called?

Answer.

|  |  |
| --- | --- |
| [wait()](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) | wait(long timeout) |
| When [wait()](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) method is called on object, it causes causes the current thread to wait until another thread invokes the notify() or notifyAll() method for this object. | wait(long timeout) - Causes the current thread to wait until either another thread invokes the notify() or notifyAll() methods for this object, or a specified timeout time has elapsed. |
| When [wait()](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) is called on object - Thread enters from [running to waiting state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html).  It [waits](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) for some other thread to call notify so that it could enter runnable state. | When wait(1000) is called on object - Thread enters from running to waiting state. Than even if notify() or notifyAll() is not called after  timeout time has elapsed thread will go from [waiting to runnable state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html). |

**Question 51.**How can you implement your own Thread Pool in java?

Answer.

What is [ThreadPool](http://www.javamadesoeasy.com/2015/03/implement-thread-pool-in-java.html)?

ThreadPool is a pool of threads which reuses a fixed number of threads  to execute tasks.

At any point, at most nThreads threads will be active processing tasks. If additional tasks are submitted when all threads are active, they will wait in the queue until a thread is available.

ThreadPool implementation internally uses [LinkedBlockingQueue](http://www.javamadesoeasy.com/2015/03/custom-implementation-of.html) for adding and removing tasks.

In this post i will be using LinkedBlockingQueue provide by java Api, you can refer this post for [implementing ThreadPool using custom LinkedBlockingQueue](http://www.javamadesoeasy.com/2015/03/implementing-threadpool-using-custom.html).

Need/Advantage of ThreadPool?

Instead of creating new thread every time for executing tasks, we can create ThreadPool which reuses a fixed number of threads for executing tasks.

As threads are reused, performance of our application improves drastically.

How ThreadPool works?

We will instantiate ThreadPool, in ThreadPool’s constructor nThreads number of threads are created and started.

|  |
| --- |
| ThreadPool threadPool=new ThreadPool(2); |

Here 2 threads will be created and started in ThreadPool.

Then, threads will enter run() method of ThreadPoolsThread class and will call take() method on taskQueue.

* If tasks are available thread will execute task by entering run() method of task (As tasks executed always implements Runnable).

|  |
| --- |
| publicvoid run() {  . . .   while (true) {   . . .   Runnable runnable = taskQueue.take();   runnable.run();   . . .   }  . . .  } |

* Else waits for tasks to become available.

When tasks are added?

When execute() method of ThreadPool is called, it internally calls put() method on taskQueue to add tasks.

|  |
| --- |
| taskQueue.put(task); |

Once tasks are available all waiting threads are notified that task is available.

**Question 52.  What is significance of using**[**ThreadLocal**](http://www.javamadesoeasy.com/2015/03/threadlocal-in-multithreading-in-java.html)**?**

Answer.  This question will test your command in multi threading, can you really create some perfect multithreading application or not. [ThreadLocal](http://www.javamadesoeasy.com/2015/03/threadlocal-in-multithreading-in-java.html) is a class which provides thread-local variables.

What is [ThreadLocal](http://www.javamadesoeasy.com/2015/03/threadlocal-in-multithreading-in-java.html) ?

ThreadLocal is a class which provides thread-local variables. Every thread has its own ThreadLocal value that makes ThreadLocal value threadsafe as well.

For how long Thread holds ThreadLocal value?

Thread holds ThreadLocal value till it hasn’t entered [dead state](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html).

Can one thread see other thread’s ThreadLocal value?

No, thread can see only it’s ThreadLocal value.

Are ThreadLocal variables thread safe. Why?

Yes, ThreadLocal variables are thread safe. As every thread has its own ThreadLocal value and one thread can’t see other threads ThreadLocal value.

Application of [ThreadLocal](http://www.javamadesoeasy.com/2015/03/threadlocal-in-multithreading-in-java.html)?

1. ThreadLocal are used by many web frameworks for maintaining some context (may be session or request) related value.
   * In any single threaded application, same thread is assigned for every request made to same action, so ThreadLocal values will be available in next request as well.
   * In multi threaded application, different thread is assigned for every request made to same action, so ThreadLocal values will be different for every request.
2. When threads have started at different time they might like to store time at which they have started. So, thread’s start time can be stored in ThreadLocal.

Creating ThreadLocal >

|  |
| --- |
| private ThreadLocal<String> threadLocal =  new ThreadLocal<String>(); |

We will create instance of ThreadLocal. ThreadLocal is a generic class, i will be using String to demonstrate threadLocal.

All threads will see same instance of ThreadLocal, but a thread will be able to see value which was set by it only.

How thread set value of ThreadLocal >

|  |
| --- |
| threadLocal.set( new Date().toString()); |

Thread set value of ThreadLocal by calling set(“”) method on threadLocal.

How thread get value of ThreadLocal >

|  |
| --- |
| threadLocal.get() |

Thread get value of ThreadLocal by calling get() method on threadLocal.

See here for detailed explanation of [threadLocal](http://www.javamadesoeasy.com/2015/03/threadlocal-in-multithreading-in-java.html).

**Question 53. What is busy spin?**

Answer.

What is [busy spin](http://www.javamadesoeasy.com/2015/03/busy-spin-what-is-busy-spin-consumer.html)?

When one thread loops continuously waiting for another thread to signal.

Performance point of view - Busy spin is very bad from performance point of view, because one thread keeps on looping continuously ( and consumes CPU) waiting for another thread to signal.

Solution to busy spin -

We must use [sleep()](http://www.javamadesoeasy.com/2015/03/sleep-method-in-threads-10-key-features.html) or [wait() and notify()](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) method. Using wait() is better option.

Why using wait() and notify() is much better option to solve busy spin?

Because in case when we use sleep() method, thread will wake up again and again after specified sleep time until boolean variable is true. But, in case of wait() thread will wake up only when when notified by calling [notify() or notifyAll()](http://www.javamadesoeasy.com/2015/03/difference-between-notify-and-notifyall.html), hence end up consuming CPU in best possible manner.

Program - Consumer Producer problem with busy spin >

Consumer thread continuously execute (busy spin) in while loop tillproductionInProcess is true. Once producer thread has ended it will make boolean variable productionInProcess false and busy spin will be over.

while(productionInProcess){

System.out.println("BUSY SPIN - Consumer waiting for production to get over");

}

**Question 54. Can a constructor be synchronized?**

Answer.  No, constructor cannot be synchronized. Because constructor is used for instantiating object, when we are in constructor object is under creation. So, until object is not instantiated it does not need any synchronization.

Enclosing constructor in synchronized block will generate compilation error.

Using synchronized in constructor definition will also show compilation error.

COMPILATION ERROR = Illegal modifier for the constructor in type ConstructorSynchronizeTest; only public, protected & private are permitted

Though we can use synchronized block inside constructor.

Read More about : [Constructor in java cannot be synchronized](http://www.javamadesoeasy.com/2015/03/constructor-in-java-cannot-be.html)

**Question 55. Can you find whether thread holds lock on object or not?**

Answer.  holdsLock(object) method can be used to find out whether current thread holds the lock on monitor of specified object.

holdsLock(object) method returns true if the current thread holds the lock on monitor of specified object.

**Question 56. What do you mean by thread starvation?**

Answer.  When thread does not enough CPU for its execution Thread starvation happens.

Thread starvation may happen in following scenarios >

* Low priority threads gets less CPU (time for execution) as compared to high priority threads. Lower priority thread may starve away waiting to get enough CPU to perform calculations.
* In [deadlock](http://www.javamadesoeasy.com/2015/03/deadlock-in-multithreading-program-to.html) two threads waits for each other to release lock holded by them on resources. There both Threads starves away to get CPU.
* Thread might be waiting indefinitely for lock on object’s monitor (by calling [wait()](http://www.javamadesoeasy.com/2015/03/wait-and-notify-methods-definition-8.html) method), because no other thread is calling [notify()/notifAll()](http://www.javamadesoeasy.com/2015/03/difference-between-notify-and-notifyall.html) method on object. In that case, Thread starves away to get CPU.
* Thread might be waiting indefinitely for lock on object’s monitor (by calling wait() method), but notify() may be repeatedly awakening some other threads. In that case also Thread starves away to get CPU.

**Question 57. What is addShutdownHook method in java?**

Answer.  [addShutdownHook](http://www.javamadesoeasy.com/2015/03/threads-addshutdownhook-method-in-java.html) method in java >

* addShutdownHook method registers a new virtual-machine shutdown hook.
* A shutdown hook is a initialized but unstarted thread.
* When JVM starts its shutdown it will start all registered shutdown hooks in some unspecified order and let them run concurrently.

When JVM (Java virtual machine)  shuts down >

* When the last non-[daemon](http://www.javamadesoeasy.com/2015/03/daemon-threads-12-salient-features-of.html) thread finishes, or
* when the System.exit is called.

Once JVM’s shutdown has begunnew shutdown hook cannot be registered neither  previously-registered hook can be de-registered. Any attempt made to do any of these operations causes an IllegalStateException.

For more detail with program read : [Threads addShutdownHook method in java](http://www.javamadesoeasy.com/2015/03/threads-addshutdownhook-method-in-java.html)

**Question 58. How you can handle uncaught runtime exception generated in run method?**

Answer.  We can use [setDefaultUncaughtExceptionHandler](http://www.javamadesoeasy.com/2015/03/handling-uncaught-runtime-exception.html) method which can handle uncaught unchecked(runtime) exception generated in run() method.

What is setDefaultUncaughtExceptionHandler method?

setDefaultUncaughtExceptionHandler method sets the default handler which is called when a thread terminates due to an uncaught unchecked(runtime) exception.

setDefaultUncaughtExceptionHandler method features >

* setDefaultUncaughtExceptionHandler method sets the default handler which is called when a thread terminates due to an uncaught unchecked(runtime) exception.
* setDefaultUncaughtExceptionHandler is a static method method, so we can directly call  Thread.setDefaultUncaughtExceptionHandler to set the default handler to handle uncaught unchecked(runtime) exception.
* It avoids abrupt termination of thread caused by uncaught runtime exceptions.

Defining setDefaultUncaughtExceptionHandler method >

Thread.setDefaultUncaughtExceptionHandler(new Thread.UncaughtExceptionHandler(){

publicvoid uncaughtException(Thread thread, Throwable throwable) {

System.out.println(thread.getName() + " has thrown " + throwable);

}

});

**Question 59. What is ThreadGroup in java, What is default priority of newly created threadGroup, mention some important ThreadGroup methods ?**

Answer.  When program starts JVM creates  a ThreadGroup named main. Unless specified, all  newly created threads become members of the main thread group.

ThreadGroup is initialized with default priority of 10.

ThreadGroup important methods >

* getName()
  + name of ThreadGroup.
* activeGroupCount()
  + count of active groups in ThreadGroup.
* activeCount()
  + count of active threads in ThreadGroup.
* list()
  + list() method has prints ThreadGroups information
* getMaxPriority()
  + Method returns the maximum priority of ThreadGroup.
* setMaxPriority(int pri)
  + Sets the maximum priority of ThreadGroup.

**Question 60. What are thread priorities?**

Answer.

[Thread Priority](http://www.javamadesoeasy.com/2015/03/thread-priorities-setpriority-and.html) range is from 1 to 10.

Where 1 is minimum priority and 10 is maximum priority.

Thread class provides variables of final static int type for setting thread priority.

/\* The minimum priority that a thread can have. \*/

publicfinalstaticintMIN\_PRIORITY= 1;

/\* The default priority that is assigned to a thread. \*/

publicfinalstaticintNORM\_PRIORITY= 5;

/\* The maximum priority that a thread can have. \*/

publicfinalstaticintMAX\_PRIORITY= 10;

|  |
| --- |
|  |

Thread with MAX\_PRIORITY is likely to get more CPU as compared to low priority threads. But occasionally low priority thread might get more CPU. Because thread scheduler schedules thread on discretion of implementation and [thread behaviour is totally unpredictable](http://www.javamadesoeasy.com/2015/03/thread-behaviour-is-unpredictable.html).

Thread with MIN\_PRIORITY is likely to get less CPU as compared to high priority threads. But occasionally high priority thread might less CPU. Because thread scheduler schedules thread on discretion of implementation and thread behaviour is totally unpredictable.

setPriority()method is used for Changing the priority of thread.

getPriority()method returns the thread’s priority.
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AbstractionEncapsulationAbstraction is the process or method of gaining the information.While encapsulation is the process or method to contain the information.In abstraction, problems are solved at the design or interface level.While in encapsulation, problems are solved at the implementation level.Abstraction is the method of hiding the unwanted information.Whereas encapsulation is a method to hide the data in a single entity or unit along with a method to protect information from outside.We can implement abstraction using abstract class and interfaces.Whereas encapsulation can be implemented using by access modifier i.e. private, protected and public.In abstraction, implementation complexities are hidden using abstract classes and interfaces.While in encapsulation, the data is hidden using methods of getters and setters.The objects that help to perform abstraction are encapsulated.Whereas the objects that result in encapsulation need not be abstracted.

public class Test{

public static void main(String[] arr){

System.out.println(0.1\*3 == 0.3);

System.out.println(0.1\*2 == 0.2);

}

}

class MyThread extends Thread

{

public void run()

{

System.out.println("Running");

}

}

class ThreadTest {

public static void main(String args[]) throws InterruptedException

{

Runnable r = new MyThread(); // #1

Thread myThread = new Thread(r); // #2

myThread.start();

}

}